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1 Course Details

The course meets 1:00pm–4:00pm on Sunday. The laboratory session for the course is 11:00am–1:00pm
on Thursday. The course has 3 hours of lecture and 2 hours of recitation. The metargel for the course is
Avi Zion.

2 Course Prerequisites

Course prerequisites: SE 14-221: Computer Organization and Programming.

3 Overview

This is an introductory course to modern operating systems. Topics include process synchronization and
interprocess communication, processor scheduling, memory management, virtual memory, signal handling,
device management, I/O, and file systems. The course recitations and homework will include a hands-on
study of the Linux operating system design and kernel internals, including work with installed (host) and
virtual (guest) Linux environments. The course will include experience with commercial virtualization tools
and open source software.

The material for the course is primarily from Anderson and Dahlin [1] and Arpaci-Dusseau and Arpaci-
Dusseau [2], but also from Silberschatz, et al. [8] and Love [6].

4 Course Goals

At the end of the course the student will be able to:

1. Write command line programs in C for standard Linux that use standard system calls (e.g., fork() and
nice()), low-level I/O (e.g., open(), file descriptors), and stream-level I/O (e.g., fopen(), FILE*).

2. Write a Makefile and use it to compile C programs using make and gcc.

3. Use the GNU debugger gdb to debug command line applications in Linux, including multi-process and
multi-threaded ones.

4. Manage source code repositories using git and Github.
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5. Explain the basics of OS protection mechanisms and structures (i.e. process, thread, memory address
space, virtual memory).

6. Use the PThreads library to write C programs which use user level threads, semaphores, locks, and
condition variables.

7. Explain the fundamentals of mutual exclusion and deadlock detection and prevention.

8. Explain the fundamentals of process and thread scheduling and how the mechanisms used in the O(1)
Scheduler and the Linux Completely Fair Scheduler (CFS) work.

9. Explain the operation of memory management techniques: segments, pages, multi-level page table,
inverted page table.

10. Explain the operation of file systems (FAT, NTFS, FFS) and fundamental data structured related to
them (inode, MFT).

5 Lecture Schedule

The course lectures are structured in the following way. The relevant chapters of Anderson and Dahlin (AD)
and Arpaci-Dusseau (OSTEP) are in the indicated columns. Material not covered well in the books may be
supplemented from papers or other sources as shown in the O column.
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# Subject AD OSTEP O

1 Introduction, OS Overview and History 1

2 Virtual Machines, OS Definitions 1 [3]
4 OS Fundamental Concepts 2.1-2.7, 3.1-3.3

3 4 OS Fundamental Concepts 2.1-2.7, 3.1-3.3
Base and Bound Memory Protection 8.1-8.2

4 Base and Bound to Segments 8.1-8.2
Introduction to Schedulers, PCB 7.1
SMT, Fork

5 Signals and Process Control 4.1-4.3
I/O High and Low 3.1-3.3, 11.1-11.2 [6]2–3
Drivers, Sockets

6 Concurrency: Processes and Threads 4 [8] 2.7, 3.6
Cooperating Threads

7 Synchronization 4 [8] 6
Mutual Exclusion, Lock Implementation 5
Semaphores, Condition Variables 5.4, 5.7

8 Barrier Synchronization 5
Monitors, Readers/Writers 5.6, 6
Monitors and High Level languages
Scheduling Intro 7.1 [6]9–10

9 Basic Scheduling Algorithms 7
Advanced Scheduling 7 [7, 4]
Scheduling Case Studies 7

10 Starvation, Deadlock 2.7, 6.5 [5]

11 Memory Management and Translation 8.1-8.2 [6]4
Segments, Segment Management 16
Pages, Page Tables 18, 20

12 Page Tables 18, 20
File Systems 13 41

13 Very Simple File System 40
FAT, FFS, NTFS 13 41

Since this is an advanced course, students are expected to come to class having read the material
listed above in the lecture schedule. Students who do not come prepared will find themselves at a
significant disadvantage.

6 Assignments

There will be 3–4 programming assignments and 3 interactive labs during the course of the semester. All
will involve a large amount independent learning.

Each assignment can be done alone or in groups of two (2) students. More details of the projects will be
distributed during the course of the semester.
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7 Recitations and Weekly Turn-In Work

Laboratory periods will include hands-on development on Linux. Every student is expected to have a personal
computer available for work off campus, but the lab in room 6201 will be available for use when classes are
not scheduled in it.

Recitations will include a short turn-in recitation task. The task is to be completed by the end of the
recitation session. The task will automatically graded using Moodle or GitHub for quick feedback.

There will be a total of 12 turn-in recitation tasks. The final recitation session (#13) will be a review for
the exam and will not include a turn-in task. The grades for the lowest 2 of the turn-in tasks will be ignored
when calculating the grade.

Every student must submit the turn-in work (no groups).

8 Attendance

Students are responsible for all material presented in class, recitation, and laboratory sessions, all assigned
readings, and all material provided for additional reading out of class. Students who miss a lecture or targil
can look at the course syllabus and web page to see which material was missed.

Due to the ongoing war, all class sessions will be recorded and made available to students who can not attend
class for any reason. Attendance will not be taken directly during class, however, there will be a weekly quiz
at the beginning of class beginning on week 2. There will not be an opportunity to make up missed quizzes.

Similarly, there is a weekly in class task for each recitation session. Attendance will not be taken directly,
but there will not be an opportunity to make up missed recitation tasks.

8.1 Decorum

Students who attend lecture are expected to give their full attention to the material. Reading newspapers,
talking on cellular phones, text messaging, or other distracting behavior will not be tolerated.

Students must arrive to lectures on time, within the first 10 minutes of class. After ten minutes into
class, the door will be locked and no student will be allowed entry. The door will be opened at the next
break in the lecture (approximately every 50 minutes). Students who need to leave during lecture for some
urgent matter must leave quietly and may return at the next break.

As per college policy, the instructor reserves the right to expel from the classroom any student who is
disturbing the lecture or others.

During online lecture and recitation session, any student who consistently disturbs the session may be
expelled and barred from attending future sessions.

9 Submissions

9.1 How to Submit Assignments

Lab assignments must be submitted via Moodle.

Students must submit programming assignments via the private per-assignment GitHub repositories managed
by the instructor. Materials sent via email or via any other method risk being ignored or ungraded without
consideration of their merits. Materials posted to other locations (i.e. public repositories, student managed
repositories, GitHub repositories not connected to the specific assignment) will not receive a grade.
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For work submitted by a team of students (more than 1) via GitHub, every student on the team must make at
least one significant code commit to the GitHub repository. If a student’s name appears on a submission, but
the student doesn’t perform at least one significant code commit to the assignment repository, the student
will not receive a grade for the assignment.

9.2 Assignment Late Submission Policy

Students are expected to be on time with their assignment submissions. Each assignment must be turned
in by the date it is due.

Each student will be given 36 slip hours to use for late submissions. The slip hours can be used on a single
assignment or divided up among several. Slip hours are rounded up per assignment (i.e. 70 minutes late =
2 slip hours, 3 minutes late = 1 slip hour). Once the slip hours are finished, a student’s submissions will no
longer be accepted.

36 hours after the due date of any assignment, no submissions will be accepted.

Students who are called up to Miluim duty will have their assignment deadlines extended in accordance with
college policy.

9.3 How to Submit Recitation Turn-In Work

Recitation turn-in work will be due immediately following the conclusion of the week’s recitation session.
Submissions will primarily be via a private-per week GitHub repository. Some work will be submitted via
Moodle. Each weekly turn-in work task will specify the proper submission method. Materials sent via email
or via any other method risk being ignored without consideration of their merits. Materials posted to other
locations (i.e. public repositories, student managed repositories, GitHub repositories not connected to the
specific assignment) will not receive a grade.

9.4 Recitation Turn-In Work Late Submission Policy

Students are expected to be on time with their recitation turn-in work submissions. Late submissions will
not be accepted.

10 Cheating

Cheating of any sort will not be tolerated. Student collaboration is encouraged, but within limits as set
forth in the college’s rules on academic integrity. Any students caught cheating will be immediately referred
to the department head and the Dean and may receive a failing grade for the course.

Cheating includes:

� Copying information, content, or verbatim text from other students, internet sites, books (other than
the ones listed in the bibliography), other unaffiliated individuals to answer questions, solve problems,
or aid in programming projects.

� Copying or submitting source code, documentation, or other programming aids without attribu-
tion from other students, web sites, online repositories, text books, open source programs, or other
unaffiliated individuals.

� Project teams which submit work which is identical or substantially identical to work submitted by
other project teams, whether current or from previous years.

� Other forms of academic misconduct as described on the site: https://catalog.upenn.edu/pennbook/
code-of-academic-integrity/ or as reasonably assessed by the instructor, program head, or dean.
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If you have any questions about what constitutes cheating in the above rules, contact the instructor as early
as possible.

11 Quizzes

There will be 12 in-class quizzes to assess preparation for the session. The quiz will be short and timed (15
minutes). After the time is up, no more answers will be submittable. All answers to the quizzes can be
found in the slides for the previous weeks and Moodle will be open for use during the quizzes.

When calculating the quiz score, the lowest 2 grades on quizzes will be dropped.

Students who due to Miluim service complete less than 4 quizzes will be given an alternative assignment
instead of the quiz grade.

12 Exams

There is no final exam.

13 Grading

Final grades will be calculated by combining grades from assignments, weekly turn-in work, and quizzes.
The grades are weighted as follows:

20% Recitation turn-in work (ignore 2 lowest grades)
20% Quizzes (ignore 2 lowest grades)
60% Assignments

The instructor will not address questions about specific individual grades during the lecture or review sessions.
Students may contact the instructor in person during office hours or after the lecture/review sessions at the
instructor’s convenience.

14 Books

The following books are used for the class: Anderson and Dahlin [1], Arpaci-Dusseau and Arpaci-Dusseau [2],
Silberschatz et al. [8], and Love [6]. The library has copies of the books listed, but students are encouraged
to purchase the books as needed.

A bibliography of the books and articles used in the course of the semester is shown below.

15 Contact Information

Instructor: Michael J. May
Email: mjmay@mx.kinneret.ac.il

Web page: https://mjmay-kinneret.github.io
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